1.a)Write python programs to implement indexing, slicing and splitting, iterating a list.

**import** numpy **as** np

array1d **=** np**.**array([1, 2, 3, 4, 5, 6,7,8])

array2d **=** np**.**array([[1, 2, 3], [4, 5, 6], [7, 8, 9]])

array3d **=** np**.**array([[[1, 2, 3], [4, 5, 6]], [[7, 8, 9], [10, 11, 12]]])

print(array1d)

print("---------Indexing operation ----------")

print("---------Indexing on 1D----------")

print(array1d[0]) *# Get first value*

print(array1d[**-**1]) *# Get last value*

print(array1d[3]) *# Get 4th value from first*

print(array1d[**-**5]) *# Get 5th value from last*

print(array1d[[0,2,1]]) *#Get multiple values from array*

print("---------Indexing on 2D----------")

print(array2d)

print(array2d[0, 0]) *# Get first row first col*

print(array2d[0, 1]) *# Get first row second col*

print(array2d[0, 2]) *# Get first row third col*

print(array2d[0, 1]) *# Get first row second col*

print(array2d[**-**1, 1]) *# Get second row second col*

print(array2d[2, **-**2]) *# Get third row second col*

print(array2d[[0,1,2],[1,0,2]])*#Get multiple values from array*

print(array2d[[0,1,2],[**-**1,0,**-**3]])*#Get multiple values from array*

print(array2d[0,2]**+**array2d[1,1])*#adding the elements on array*

print("---------Indexing on 3D----------")

print(array3d)

print(array3d[0, 1, 2])

print(array3d[0, **-**2, 1])

print(array3d[0, 0, 2])

print(array3d[[0,1,0],[1,0,1],[1,0,2]])

print(array3d[[0,1,0,1],[1,0,1,**-**1],[1,0,2,**-**3]])

print(array3d[1,**-**1,2]**+**array3d[0, **-**1, **-**3])

print("---------Slicing operation----------")

print("---------Slicing on 1D----------")

print(array1d)

print(array1d[4:]) *# From index 4 to last index*

print(array1d[:4]) *# From index 0 to 4 index*

print(array1d[4:7]) *# From index 4(included) up to index 7(excluded)*

print(array1d[:**-**1]) *# Excluded last element*

print(array1d[:**-**2]) *# Up to second last index(negative index)*

print(array1d[::**-**1]) *# From last to first in reverse order(negative step)*

print(array1d[::**-**2]) *# All odd numbers in reversed order*

print(array1d[**-**2::**-**2]) *# All even numbers in reversed order*

print(array1d[::]) *# All elements*

array1d[0]**=**10 *#modifying the element in array*

print(array1d)

print("---------Slicing on 2D----------")

array2d **=** np**.**array([[1, 2, 3], [4, 5, 6], [7, 8, 9]])

print(array2d)

print(array2d[:, 0:2]) *# 2nd and 3rd col*

print(array2d[1:3, 0:3]) *# 2nd and 3rd row*

print(array2d[**-**1::**-**1, **-**1::**-**1]) *# Reverse an array*

print(array2d[0:2, 0:2:2]) *#start,stop,step*

print(array2d[1,0:2:2])

print("---------Slicing on 3D----------")

array3d **=** np**.**array([[[1, 2, 3], [4, 5, 6]], [[7, 8, 9], [10, 11, 12]]])

print(array3d)

print(array3d[0,1,2])

print(array3d[1,**-**1,2])

print(array3d[1,0:1,0:2])

print(array3d[0:2,0:2,0:2])

print(array3d[0:2,1,**-**3])

print("---------Splitting operations----------")

print("---------Splitting on 1D----------")

print(array1d)

print("-------splitting on Horizontal---------")

print(np**.**hsplit(array1d,2))*#split divides into equal division*

*#or*

np**.**split(array1d,2)

*#np.split(array1d,3) error*

print(np**.**array\_split(array1d,3)

*#splitting on vertical on 1D not possible it requires 2D or More Dimensional*

print("---------Splitting on 2D----------")

print(array2d)

print("---------splitting on horizontal on 2D (column-wise)-----")

print(np**.**hsplit(array2d,3))*#split divides into equal division*

*#or*

print(np**.**split(array2d,3,axis**=**1))

*#np.split(array2d,2) error use array\_split()*

print(np**.**array\_split(array2d,2,axis**=**1))

print(np**.**array\_split(array2d,4,axis**=**1))

print("-"**\***10)

print("---------splitting on vertical on 2D (row-wise)---------")

print(np**.**vsplit(array2d,3))*#split divides into equal division*

*#or*

print(np**.**split(array2d,3,axis**=**0))

print(np**.**array\_split(array2d,2,axis**=**0))

print(np**.**array\_split(array2d,4,axis**=**0))

print("--------------splitting on 3D--------------")

print(array3d)

print("-------------split on horizontal----------------")

print(np**.**hsplit(array3d,2))*#split divides into equal division*

*#or*

print(np**.**split(array3d,2,axis**=**1))

*#print(np.split(array3d,3,axis=1)) error not in equal division so go for array\_split()*

print(np**.**array\_split(array3d,3,axis**=**1))

print(np**.**array\_split(array3d,4,axis**=**1))

print("---------split on vertical------------ ")

print(np**.**vsplit(array3d,2))*#split divides into equal division*

*#or*

print(np**.**split(array3d,2,axis**=**0))

*#print(np.split(array3d,3,axis=1)) error not in equal division so go for array\_split()*

print(np**.**array\_split(array3d,3,axis**=**0))

print(np**.**array\_split(array3d,4,axis**=**0))

print("-----Iterating operations------")

print("-----Iterating Arrays Using nditer()--------")

print("-----Iterating operations on 1D------")

print(array1d)

**for** x **in** np**.**nditer(array1d,flags**=**['buffered'],op\_dtypes**=**['S']):

print(x)

print("-----Iterating operations on 2D------")

print(array2d)

**for** x **in** np**.**nditer(array2d[:,::2]):

print(x)

print("-----Iterating operations on 3D------")

print(array3d)

**for** x **in** np**.**nditer(array3d[:,::2,2]):

print(x)

print("---------modifying array values----------")

**for** x **in** np**.**nditer(array3d):

x**=**5**\***x

print(x)

print("----------using ndenumerate()--------")

for idx,x in np.ndenumerate(array3d):

print(idx,x)

Output:

[1 2 3 4 5 6 7 8]

---------Indexing operation ----------

---------Indexing on 1D----------

1

8

4

4

[1 3 2]

---------Indexing on 2D----------

[[1 2 3]

[4 5 6]

[7 8 9]]

1

2

3

2

8

8

[2 4 9]

[3 4 7]

8

---------Indexing on 3D----------

[[[ 1 2 3]

[ 4 5 6]]

[[ 7 8 9]

[10 11 12]]]

6

2

3

[5 7 6]

[ 5 7 6 10]

16

---------Slicing operation----------

---------Slicing on 1D----------

[1 2 3 4 5 6 7 8]

[5 6 7 8]

[1 2 3 4]

[5 6 7]

[1 2 3 4 5 6 7]

[1 2 3 4 5 6]

[8 7 6 5 4 3 2 1]

[8 6 4 2]

[7 5 3 1]

[1 2 3 4 5 6 7 8]

[10 2 3 4 5 6 7 8]

---------Slicing on 2D----------

[[1 2 3]

[4 5 6]

[7 8 9]]

[[1 2]

[4 5]

[7 8]]

[[4 5 6]

[7 8 9]]

[[9 8 7]

[6 5 4]

[3 2 1]]

[[1]

[4]]

[4]

---------Slicing on 3D----------

[[[ 1 2 3]

[ 4 5 6]]

[[ 7 8 9]

[10 11 12]]]

6

12

[[7 8]]

[[[ 1 2]

[ 4 5]]

[[ 7 8]

[10 11]]]

[ 4 10]

---------Splitting operations----------

---------Splitting on 1D----------

[10 2 3 4 5 6 7 8]

-------splitting on Horizontal---------

[array([1, 2, 3, 4]), array([5, 6, 7, 8])]

[array([1, 2, 3]), array([4, 5, 6]), array([7, 8])]

---------Splitting on 2D----------

[[1 2 3]

[4 5 6]

[7 8 9]]

---------splitting on horizontal on 2D (column-wise)-----

[array([[1],

[4],

[7]]), array([[2],

[5],

[8]]), array([[3],

[6],

[9]])]

[array([[1],

[4],

[7]]), array([[2],

[5],

[8]]), array([[3],

[6],

[9]])]

----------

---------splitting on vertical on 2D (row-wise)---------

[array([[1, 2, 3]]), array([[4, 5, 6]]), array([[7, 8, 9]])]

[array([[1, 2, 3]]), array([[4, 5, 6]]), array([[7, 8, 9]])]

[array([[1, 2, 3],

[4, 5, 6]]), array([[7, 8, 9]])]

[array([[1, 2, 3]]), array([[4, 5, 6]]), array([[7, 8, 9]]), array([], shape=(0, 3), dtype=int32)]

--------------splitting on 3D--------------

[[[ 1 2 3]

[ 4 5 6]]

[[ 7 8 9]

[10 11 12]]]

-------------split on horizontal----------------

[array([[[1, 2, 3]],

[[7, 8, 9]]]), array([[[ 4, 5, 6]],

[[10, 11, 12]]])]

[array([[[1, 2, 3]],

[[7, 8, 9]]]), array([[[ 4, 5, 6]],

[[10, 11, 12]]])]

[array([[[1, 2, 3]],

[[7, 8, 9]]]), array([[[ 4, 5, 6]],

[[10, 11, 12]]]), array([], shape=(2, 0, 3), dtype=int32)]

[array([[[1, 2, 3]],

[[7, 8, 9]]]), array([[[ 4, 5, 6]],

[[10, 11, 12]]]), array([], shape=(2, 0, 3), dtype=int32), array([], shape=(2, 0, 3), dtype=int32)]

---------split on vertical------------

[array([[[1, 2, 3],

[4, 5, 6]]]), array([[[ 7, 8, 9],

[10, 11, 12]]])]

[array([[[1, 2, 3],

[4, 5, 6]]]), array([[[ 7, 8, 9],

[10, 11, 12]]])]

[array([[[1, 2, 3],

[4, 5, 6]]]), array([[[ 7, 8, 9],

[10, 11, 12]]]), array([], shape=(0, 2, 3), dtype=int32)]

[array([[[1, 2, 3],

[4, 5, 6]]]), array([[[ 7, 8, 9],

[10, 11, 12]]]), array([], shape=(0, 2, 3), dtype=int32), array([], shape=(0, 2, 3), dtype=int32)]

-----Iterating operations------

-----Iterating Arrays Using nditer()--------

-----Iterating operations on 1D------

[10 2 3 4 5 6 7 8]

b'10'

b'2'

b'3'

b'4'

b'5'

b'6'

b'7'

b'8'

-----Iterating operations on 2D------

[[1 2 3]

[4 5 6]

[7 8 9]]

1

3

4

6

7

9

-----Iterating operations on 3D------

[[[ 1 2 3]

[ 4 5 6]]

[[ 7 8 9]

[10 11 12]]]

3

9

---------modifying array values----------

5

10

15

20

25

30

35

40

45

50

55

60

----------using ndenumerate()--------

(0, 0, 0) 1

(0, 0, 1) 2

(0, 0, 2) 3

(0, 1, 0) 4

(0, 1, 1) 5

(0, 1, 2) 6

(1, 0, 0) 7

(1, 0, 1) 8

(1, 0, 2) 9

(1, 1, 0) 10

(1, 1, 1) 11

(1, 1, 2) 12

1.b) Write a python program on Indexing, Slicing, Splitting & Iterating on Dataset.

DATASET.csv file

65.78331 ,112.9925 ,345.89 ,234.23

71.51521 ,136.4873 ,346.89, 235.23

69.39874 ,153.0269 ,347.89 ,236.23

68.2166 ,142.3354 ,348.89, 237.23

67.78781 ,144.2971 ,349.89 ,238.23

68.69784 ,123.3024, 350.89, 239.23

69.80204 ,141.4947 ,351.89 ,240.23

70.01472, 136.4623 ,352.89, 241.23

67.90265 ,112.3723 ,353.89, 242.23

66.78236, 120.6672, 354.89 ,243.23

import numpy as np

dataset =np.genfromtxt('C:/Users/JOSHITH/Desktop/DATASET1.csv',delimiter=',')

print(dataset)

print("The rows & columns on dataset:", dataset.shape)

print("---------Perform Indexing operation on Dataset------ ")

print(dataset[0]) # index single element in outermost dimension

print(dataset[-1]) # index in reversed order in outermost dimension

print(dataset[1, 1]) # index single element in two-dimensional data

print(dataset[-1, -1]) # index in reversed order in two-dimensional data

print(dataset[8,3])

print(dataset[[0,7,3,9],[1,-1,2,3]])

print(dataset[0,3]+dataset[2,-1])

print(dataset[dataset>70])#booloean operation

print("---------Perform Slicing operation on Dataset------ ")

print(dataset[1:3]) # rows 1 and 2

print(dataset[:2, :2]) # 2x2 subset of the data

print(dataset[-1, ::-1]) # last row with elements reversed

print(dataset[-5:-1, :6:2])# last 4 rows,every other element up to index 6

print("---------Perform Splitting operation on Dataset------ ")

print("-----------Horizontal splitting-----------")

print(np.hsplit(dataset,2)) # split horizontally in 3 equal lists

print("-----------vertical splitting-----------")

print(np.vsplit(dataset, 2)) # split vertically in 2 equal lists

print("---------Perform Iterating operation on Dataset------ ")

print("----------using nditer()--------")

for x in np.nditer(dataset):

print(x)

print("----------using ndenumerate()--------")

for idx,x in np.ndenumerate(dataset):

print(idx,x)

Output:

[[ 65.78331 112.9925 345.89 234.23 ]

[ 71.51521 136.4873 346.89 235.23 ]

[ 69.39874 153.0269 347.89 236.23 ]

[ 68.2166 142.3354 348.89 237.23 ]

[ 67.78781 144.2971 349.89 238.23 ]

[ 68.69784 123.3024 350.89 239.23 ]

[ 69.80204 141.4947 351.89 240.23 ]

[ 70.01472 136.4623 352.89 241.23 ]

[ 67.90265 112.3723 353.89 242.23 ]

[ 66.78236 120.6672 354.89 243.23 ]]

The rows & columns on dataset: (10, 4)

---------Perform Indexing operation on Dataset------

[ 65.78331 112.9925 345.89 234.23 ]

[ 66.78236 120.6672 354.89 243.23 ]

136.4873

243.23

242.23

[112.9925 241.23 348.89 243.23 ]

470.46

[112.9925 345.89 234.23 71.51521 136.4873 346.89 235.23

153.0269 347.89 236.23 142.3354 348.89 237.23 144.2971

349.89 238.23 123.3024 350.89 239.23 141.4947 351.89

240.23 70.01472 136.4623 352.89 241.23 112.3723 353.89

242.23 120.6672 354.89 243.23 ]

---------Perform Slicing operation on Dataset------

[[ 71.51521 136.4873 346.89 235.23 ]

[ 69.39874 153.0269 347.89 236.23 ]]

[[ 65.78331 112.9925 ]

[ 71.51521 136.4873 ]]

[243.23 354.89 120.6672 66.78236]

[[ 68.69784 350.89 ]

[ 69.80204 351.89 ]

[ 70.01472 352.89 ]

[ 67.90265 353.89 ]]

---------Perform Splitting operation on Dataset------

-----------Horizontal splitting-----------

[array([[ 65.78331, 112.9925 ],

[ 71.51521, 136.4873 ],

[ 69.39874, 153.0269 ],

[ 68.2166 , 142.3354 ],

[ 67.78781, 144.2971 ],

[ 68.69784, 123.3024 ],

[ 69.80204, 141.4947 ],

[ 70.01472, 136.4623 ],

[ 67.90265, 112.3723 ],

[ 66.78236, 120.6672 ]]), array([[345.89, 234.23],

[346.89, 235.23],

[347.89, 236.23],

[348.89, 237.23],

[349.89, 238.23],

[350.89, 239.23],

[351.89, 240.23],

[352.89, 241.23],

[353.89, 242.23],

[354.89, 243.23]])]

-----------vertical splitting-----------

[array([[ 65.78331, 112.9925 , 345.89 , 234.23 ],

[ 71.51521, 136.4873 , 346.89 , 235.23 ],

[ 69.39874, 153.0269 , 347.89 , 236.23 ],

[ 68.2166 , 142.3354 , 348.89 , 237.23 ],

[ 67.78781, 144.2971 , 349.89 , 238.23 ]]), array([[ 68.69784, 123.3024 , 350.89 , 239.23 ],

[ 69.80204, 141.4947 , 351.89 , 240.23 ],

[ 70.01472, 136.4623 , 352.89 , 241.23 ],

[ 67.90265, 112.3723 , 353.89 , 242.23 ],

[ 66.78236, 120.6672 , 354.89 , 243.23 ]])]

---------Perform Iterating operation on Dataset------

----------using nditer()--------

65.78331

112.9925

345.89

234.23

71.51521

136.4873

346.89

235.23

69.39874

153.0269

347.89

236.23

68.2166

142.3354

348.89

237.23

67.78781

144.2971

349.89

238.23

68.69784

123.3024

350.89

239.23

69.80204

141.4947

351.89

240.23

70.01472

136.4623

352.89

241.23

67.90265

112.3723

353.89

242.23

66.78236

120.6672

354.89

243.23

----------using ndenumerate()--------

(0, 0) 65.78331

(0, 1) 112.9925

(0, 2) 345.89

(0, 3) 234.23

(1, 0) 71.51521

(1, 1) 136.4873

(1, 2) 346.89

(1, 3) 235.23

(2, 0) 69.39874

(2, 1) 153.0269

(2, 2) 347.89

(2, 3) 236.23

(3, 0) 68.2166

(8, 3) 242.23

(9, 0) 66.78236

(9, 1) 120.6672

(9, 2) 354.89

(9, 3) 243.23

2.a) Write python programs to implement statistical functions like Mean, Median, Variance, and Standard Deviation using numpy.

Program:

import numpy as np

a = np.array([[2,10,20],[80,43,31],[22,43,10]])

print("The original array:\n")

print(a)

print("\nThe minimum element among the array:",np.amin(a))

print("The maximum element among the array:",np.amax(a))

print("\nThe minimum elements with axis=0 ",np.amin(a,0))

print("The maximum elements with axis=0 ",np.amax(a,0))

print("\nThe minimum elements with axis=1 ",np.amin(a,1))

print("The maximum element with axis=1 ",np.amax(a,1))

print("Array:\n",a)

print("Mean of array :",np.mean(a))

print("Mean of array along axis 0:",np.mean(a,0))

print("Mean of array along axis 1:",np.mean(a,1))

print("\nMedian of array:",np.median(a))

print("\nMedian of array along axis 0:",np.median(a,0))

print("\nMedian of array along axis 1:",np.median(a,1))

print("Average of array along axis 1:",np.average(a,1))

print("Variance of array :",np.var(a))

print("Variance of array with axis=0 :",np.var(a,0))

print("Variance of array with axis=1 :",np.var(a,1))

print("Standard Deviation of array :",np.std(a))

print("Standard Deviation of array with axis=0 :",np.std(a,0))

print("Standard Deviation of array with axis=1 :",np.std(a,1))

Output:

The original array:

[[ 2 10 20]

[80 43 31]

[22 43 10]]

The minimum element among the array: 2

The maximum element among the array: 80

The minimum elements with axis=0 [ 2 10 10]

The maximum elements with axis=0 [80 43 31]

The minimum elements with axis=1 [ 2 31 10]

The maximum element with axis=1 [20 80 43]

Array:

[[ 2 10 20]

[80 43 31]

[22 43 10]]

Mean of array : 29.0

Mean of array along axis 0: [34.66666667 32. 20.33333333]

Mean of array along axis 1: [10.66666667 51.33333333 25. ]

Median of array: 22.0

Median of array along axis 0: [22. 43. 20.]

Median of array along axis 1: [10. 43. 22.]

Average of array along axis 1: [10.66666667 51.33333333 25. ]

Variance of array : 508.6666666666667

Variance of array with axis=0 : [1094.22222222 242. 73.55555556]

Variance of array with axis=1 : [ 54.22222222 434.88888889 186. ]

Standard Deviation of array : 22.55363976538303

Standard Deviation of array with axis=0 : [33.07902995 15.55634919 8.57645355]

Standard Deviation of array with axis=1 : [ 7.36357401 20.85398976 13.6381817 ]

2.b) Write python programs to implement statistical functions like Mean, Median, Variance, and Standard Deviation using numpy on dataset.

Program:

import numpy as np

dataset =np.genfromtxt('C:/Users/pc/Desktop/dataset.csv',delimiter=',')

print("The original array:\n")

print(dataset)

print("The rows & columns on dataset:", dataset.shape)

print("\nThe minimum element among the array:",np.amin(dataset))

print("The maximum element among the array:",np.amax(dataset))

print("\nThe minimum elements with axis=0 ",np.amin(dataset,0))

print("The maximum elements with axis=0 ",np.amax(dataset,0))

print("\nThe minimum elements with axis=1 ",np.amin(dataset,1))

print("The maximum element with axis=1 ",np.amax(dataset,1))

print("Mean of array :",np.mean(dataset))

print("Mean of array along axis 0:",np.mean(dataset,0))

print("Mean of array along axis 1:",np.mean(dataset,1))

print("\nMedian of array:",np.median(dataset))

print("\nMedian of array along axis 0:",np.median(dataset,0))

print("\nMedian of array along axis 1:",np.median(dataset,1))

print("Average of array along axis 1:",np.average(dataset,1))

print("Variance of array :",np.var(dataset))

print("Variance of array with axis=0 :",np.var(dataset,0))

print("Variance of array with axis=1 :",np.var(dataset,1))

print("Standard Deviation of array :",np.std(dataset))

print("Standard Deviation of array with axis=0 :",np.std(dataset,0))

print("Standard Deviation of array with axis=1 :",np.std(dataset,1))

Output:

The original array:

[[ 65.78331 112.9925 345.89 234.23 ]

[ 71.51521 136.4873 346.89 235.23 ]

[ 69.39874 153.0269 347.89 236.23 ]

[ 68.2166 142.3354 348.89 237.23 ]

[ 67.78781 144.2971 349.89 238.23 ]

[ 68.69784 123.3024 350.89 239.23 ]

[ 69.80204 141.4947 351.89 240.23 ]

[ 70.01472 136.4623 352.89 241.23 ]

[ 67.90265 112.3723 353.89 242.23 ]

[ 66.78236 120.6672 354.89 243.23 ]]

The rows & columns on dataset: (10, 4)

The minimum element among the array: 65.78331

The maximum element among the array: 354.89

The minimum elements with axis=0 [ 65.78331 112.3723 345.89 234.23 ]

The maximum elements with axis=0 [ 71.51521 153.0269 354.89 243.23 ]

The minimum elements with axis=1 [65.78331 71.51521 69.39874 68.2166 67.78781 68.69784 69.80204 70.01472

67.90265 66.78236]

The maximum element with axis=1 [345.89 346.89 347.89 348.89 349.89 350.89 351.89 352.89 353.89 354.89]

Mean of array : 197.51348449999995

Mean of array along axis 0: [ 68.590128 132.34381 350.39 238.73 ]

Mean of array along axis 1: [189.7239525 197.5306275 201.63641 199.168 200.0512275 195.53006

200.854185 200.149255 194.0987375 196.39239 ]

Median of array: 193.62845

Median of array along axis 0: [ 68.45722 136.4748 350.39 238.73 ]

Median of array along axis 1: [173.61125 185.85865 194.62845 189.7827 191.26355 181.2662 190.86235

188.84615 177.30115 181.9486 ]

Average of array along axis 1: [189.7239525 197.5306275 201.63641 199.168 200.0512275 195.53006

200.854185 200.149255 194.0987375 196.39239 ]

Variance of array : 11533.83509367655

Variance of array with axis=0 : [ 2.51218688 177.97972078 8.25 8.25 ]

Variance of array with axis=1 : [11904.40533048 10833.90953011 10609.12872161 11060.90167818

11127.85268899 11837.410653 11265.12134705 11502.09705744

12613.63227198 12462.07959084]

Standard Deviation of array : 107.3956940183197

Standard Deviation of array with axis=0 : [ 1.58498797 13.34090405 2.87228132 2.87228132]

Standard Deviation of array with axis=1 : [109.10731108 104.0860679 103.00062486 105.17082142 105.48863772

108.79986513 106.13727595 107.24783008 112.31042815 111.63368484]

3. Write python programs to implement Filtering, Sorting, Combining (vstack), Reshaping operations using numpy.

**import** numpy **as** np

arr**=**np**.**array([[1,2,3],[5,2,3],[6,4,9],[9,11,5]])

print('Our array is:')

print(arr)

print('\n')

print("-----1.Performing Filtering operations in Numpy-------")

print("----a)Based on Boolean index list-----------")

x**=**[**False**,**True**,**True**,**False**]

print("The boolean index list:",arr[x])

print('\n')

print("-----b)Based on Conditions,filtering the array-------")

print("arr[arr>5]:",arr[arr**>**5])

print("arr[arr==2]:",arr[arr**==**2])

print("arr[(arr>2)&(arr<10)]:",arr[(arr**>**2)**&**(arr**<**10)])

print("arr[(arr>3|arr<10)]:",arr[(arr**>**3)**|**(arr**<**10)])

print('\n')

print("----c)Using where(),filtering the array-------")

b**=**np**.**where(arr**>**2)

print("The array is:",b)

print('\n')

c**=**np**.**where((arr**<**4)**|**(arr**>**3))

print("where((arr<4)|(arr>3)):",c)

print('\n')

d**=**np**.**where((arr**>**2)**&**(arr**<**5))

print("where((arr>2)&(arr<5)):",d)

print('\n')

print("----d)Using extract(),filtering the array-------")

a1**=**np**.**extract((arr**>**5),arr)

print("extract((arr>5),arr)):",a1)

print('\n')

a2**=**np**.**extract((arr**<**4)**|**(arr**>**3),arr)

print("extract((arr<4)|(arr>3),arr):",a2)

print('\n')

a3**=**np**.**extract((arr**<**4)**&**(arr**>**3),arr)

print("extract((arr<4)&(arr>3),arr):",a2)

print('\n')

print("-----2.Performing Sorting operations in Numpy-------")

b1**=**np**.**sort(arr)

print("The sorted array is:\n",b1)

b2**=**np**.**sort(arr,axis**=**0)

print("Sort along axis=0:\n",b2)

b3**=**np**.**sort(arr,axis**=**1)

print("Sort along axis=1:\n",b3)

b4**=**np**.**sort(arr,axis**=None**)

print("Sort along axis=None:\n",b4)

print('\n')

print("-----Applying argmax() function--------")

print(" The index value of maximum element:",np**.**argmax(arr))

print("Indices of maximum along axis=0:",np**.**argmax(arr,axis**=**0))

print("Indices of maximum along axis=1:",np**.**argmax(arr,axis**=**1))

print('\n')

print("-----Applying argmin() function--------")

print(" The index value of minimum element:",np**.**argmin(arr))

print("Indices of minimum along axis=0:",np**.**argmin(arr,axis**=**0))

print("Indices of minimum along axis=1:",np**.**argmin(arr,axis**=**1))

print('\n')

print("-----Applying argsort() function--------")

print("Indices of sorted elements:\n",np**.**argsort(arr))

print("Indices of sorted elements along axis=0:\n",np**.**argsort(arr,axis**=**0))

print("Indices of sorted elements along axis=1:\n",np**.**argsort(arr,axis**=**1))

print('\n')

print("-----3.Applying vstack,hstack function--------")

arr1**=**np**.**array([[0,1],[2,3]])

print("First array:\n",arr1)

arr2**=**np**.**array([[4,5],[6,7]])

print("Second array:\n",arr2)

print("The Horizontal Stack:\n",np**.**hstack((arr1,arr2)))

print("The Vertical Stack:\n",np**.**vstack((arr1,arr2)))

print('\n')

print("----4.Performing Reshaping operation on the array------")

print("The array is :\n",arr)

res **=** np**.**reshape(arr, (2, 6))

print("Reshaping the original array with 2 rows, 6 columns:\n",res)

res1 **=** np**.**reshape(arr, (2,3,2))

print("Reshaping the original array with 2 matrix,3 rows, 2 columns:\n ",res1)

Output:

Our array is:

[[ 1 2 3]

[ 5 2 3]

[ 6 4 9]

[ 9 11 5]]

-----1.Performing Filtering operations in Numpy-------

----Based on Boolean index list-----------

The boolean index list: [[5 2 3]

[6 4 9]]

-----Based on Conditions,filtering the array-------

arr[arr>5]: [ 6 9 9 11]

arr[arr==2]: [2 2]

arr[(arr>2)&(arr<10)]: [3 5 3 6 4 9 9 5]

arr[(arr>3|arr<10)]: [ 1 2 3 5 2 3 6 4 9 9 11 5]

----Using where(),filtering the array-------

The array is: (array([0, 1, 1, 2, 2, 2, 3, 3, 3], dtype=int64), array([2, 0, 2, 0, 1, 2, 0, 1, 2], dtype=int64))

where((arr<4)|(arr>3)): (array([0, 0, 0, 1, 1, 1, 2, 2, 2, 3, 3, 3], dtype=int64), array([0, 1, 2, 0, 1, 2, 0, 1, 2, 0, 1, 2], dtype=int64))

where((arr>2)&(arr<5)): (array([0, 1, 2], dtype=int64), array([2, 2, 1], dtype=int64))

----Using extract(),filtering the array-------

extract((arr>5),arr)): [ 6 9 9 11]

extract((arr<4)|(arr>3),arr): [ 1 2 3 5 2 3 6 4 9 9 11 5]

extract((arr<4)&(arr>3),arr): [ 1 2 3 5 2 3 6 4 9 9 11 5]

-----2.Performing Sorting operations in Numpy-------

The sorted array is:

[[ 1 2 3]

[ 2 3 5]

[ 4 6 9]

[ 5 9 11]]

Sort along axis=0:

[[ 1 2 3]

[ 5 2 3]

[ 6 4 5]

[ 9 11 9]]

Sort along axis=1:

[[ 1 2 3]

[ 2 3 5]

[ 4 6 9]

[ 5 9 11]]

Sort along axis=None:

[ 1 2 2 3 3 4 5 5 6 9 9 11]

-----Applying argmax() function--------

The index value of maximum element: 10

Indices of maximum along axis=0: [3 3 2]

Indices of maximum along axis=1: [2 0 2 1]

-----Applying argmin() function--------

The index value of minimum element: 0

Indices of minimum along axis=0: [0 0 0]

Indices of minimum along axis=1: [0 1 1 2]

-----Applying argsort() function--------

Indices of sorted elements:

[[0 1 2]

[1 2 0]

[1 0 2]

[2 0 1]]

Indices of sorted elements along axis=0:

[[0 0 0]

[1 1 1]

[2 2 3]

[3 3 2]]

Indices of sorted elements along axis=1:

[[0 1 2]

[1 2 0]

[1 0 2]

[2 0 1]]

-----3.Applying vstack,hstack function--------

First array:

[[0 1]

[2 3]]

Second array:

[[4 5]

[6 7]]

The Horizontal Stack:

[[0 1 4 5]

[2 3 6 7]]

The Vertical Stack:

[[0 1]

[2 3]

[4 5]

[6 7]]

----4.Performing Reshaping operation on the array------

The array is :

[[ 1 2 3]

[ 5 2 3]

[ 6 4 9]

[ 9 11 5]]

Reshaping the original array with 2 rows, 6 columns:

[[ 1 2 3 5 2 3]

[ 6 4 9 9 11 5]]

Reshaping the original array with 2 matrix,3 rows, 2 columns:

[[[ 1 2]

[ 3 5]

[ 2 3]]

[[ 6 4]

[ 9 9]

[11 5]]]

4. Write python programs to implement Indexing, Slicing, Iterating using Pandas.

**nda.csv**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |
| |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | | Name | Team | Number | Position | Age | Height | Weight | College | Salary | | Avery Bradley | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 | | Jae Crowder | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 | | John Holland | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 | | R.J. Hunter | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 | | Jonas Jerebko | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 | | Amir Johnson | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 | | Jordan Mickey | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 | | Kelly Olynyk | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 | | Terry Rozier | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 | | Marcus Smart | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 | |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |

**Program:**

import pandas as pd

d=pd.read\_csv("C:\\Users\\pc\\Desktop\\nda.csv",index\_col ="Name")

data=pd.DataFrame(d)

print(data)

Team Number Position Age Height Weight \

Name

Avery Bradley Boston Celtics 0 PG 25 06-Feb 180

Jae Crowder Boston Celtics 99 SF 25 06-Jun 235

John Holland Boston Celtics 30 SG 27 06-May 205

R.J. Hunter Boston Celtics 28 SG 22 06-May 185

Jonas Jerebko Boston Celtics 8 PF 29 06-Oct 231

Amir Johnson Boston Celtics 90 PF 29 06-Sep 240

Jordan Mickey Boston Celtics 55 PF 21 06-Aug 235

Kelly Olynyk Boston Celtics 41 C 25 06-08-2022 238

Terry Rozier Boston Celtics 12 PG 22 06-Feb 190

Marcus Smart Boston Celtics 36 PG 22 06-Apr 220

College Salary

Name

Avery Bradley Texas 7730337

Jae Crowder Marquette 6796117

John Holland Boston University 54545

R.J. Hunter Georgia State 1148640

Jonas Jerebko Texas 5000000

Amir Johnson LSU 12000000

Jordan Mickey LSU 1170960

Kelly Olynyk Gonzaga 2165160

Terry Rozier Louisville 1824360

Marcus Smart Oklahoma State 3431040

**data.head()**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |

**data.tail()**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
|  | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**data.describe()**

| **Number** | **Age** | **Weight** | **Salary** |
| --- | --- | --- | --- |
| **count** | 10.000000 | 10.000000 | 10.000000 | 1.000000e+01 |
| **mean** | 39.900000 | 24.700000 | 215.900000 | 4.132116e+06 |
| **std** | 33.124177 | 2.945807 | 23.750789 | 3.751788e+06 |
| **min** | 0.000000 | 21.000000 | 180.000000 | 5.454500e+04 |
| **25%** | 16.000000 | 22.000000 | 193.750000 | 1.334310e+06 |
| **50%** | 33.000000 | 25.000000 | 225.500000 | 2.798100e+06 |
| **75%** | 51.500000 | 26.500000 | 235.000000 | 6.347088e+06 |
| **max** | 99.000000 | 29.000000 | 240.000000 | 1.200000e+0 |

**data.shape**

(10, 8)

**data.columns**

Index(['Team', 'Number', 'Position', 'Age', 'Height', 'Weight', 'College','Salary'],dtype='object')

**data.index**

Index(['Avery Bradley', 'Jae Crowder', 'John Holland', 'R.J. Hunter',

'Jonas Jerebko', 'Amir Johnson', 'Jordan Mickey', 'Kelly Olynyk','Terry Rozier', 'Marcus Smart'],dtype='object', name='Name')

**data.dtypes**

Team object

Number int64

Position object

Age int64

Height object

Weight int64

College object

Salary int64

dtype: object

**#Indexing Operations**

**print(data['Team'])**

Name

Avery Bradley Boston Celtics

Jae Crowder Boston Celtics

John Holland Boston Celtics

R.J. Hunter Boston Celtics

Jonas Jerebko Boston Celtics

Amir Johnson Boston Celtics

Jordan Mickey Boston Celtics

Kelly Olynyk Boston Celtics

Terry Rozier Boston Celtics

Marcus Smart Boston Celtics

Name: Team, dtype: object

**print(data['Number'])**

Name

Avery Bradley 0

Jae Crowder 99

John Holland 30

R.J. Hunter 28

Jonas Jerebko 8

Amir Johnson 90

Jordan Mickey 55

Kelly Olynyk 41

Terry Rozier 12

Marcus Smart 36

Name: Number, dtype: int64

**print(data['Number']>15)**

Name

Avery Bradley False

Jae Crowder True

John Holland True

R.J. Hunter True

Jonas Jerebko False

Amir Johnson True

Jordan Mickey True

Kelly Olynyk True

Terry Rozier False

Marcus Smart True

Name: Number, dtype: bool

**print(data[["Team","Number"]].head())**

Team Number

Name

Avery Bradley Boston Celtics 0

Jae Crowder Boston Celtics 99

John Holland Boston Celtics 30

R.J. Hunter Boston Celtics 28

Jonas Jerebko Boston Celtics 8

**print(data[["Team","Number"]].tail())**

Team Number

Name

Amir Johnson Boston Celtics 90

Jordan Mickey Boston Celtics 55

Kelly Olynyk Boston Celtics 41

Terry Rozier Boston Celtics 12

Marcus Smart Boston Celtics 36

**print(data.loc["Amir Johnson"])**

Team Boston Celtics

Number 90

Position PF

Age 29

Height 06-Sep

Weight 240

College LSU

Salary 12000000

Name: Amir Johnson, dtype: object

**data[["Position","Age"]].loc[["Amir Johnson"]]**

| **Position** | **Age** |
| --- | --- |
| **Name** |  |  |
| **Amir Johnson** | PF | 29 |

**data.loc["Jordan Mickey"]**

Team Boston Celtics

Number 55

Position PF

Age 21

Height 06-Aug

Weight 235

College LSU

Salary 1170960

Name: Jordan Mickey, dtype: object

**print(data[["Age","Team","Number","Position"]])**

Age Team Number Position

Name

Avery Bradley 25 Boston Celtics 0 PG

Jae Crowder 25 Boston Celtics 99 SF

John Holland 27 Boston Celtics 30 SG

R.J. Hunter 22 Boston Celtics 28 SG

Jonas Jerebko 29 Boston Celtics 8 PF

Amir Johnson 29 Boston Celtics 90 PF

Jordan Mickey 21 Boston Celtics 55 PF

Kelly Olynyk 25 Boston Celtics 41 C

Terry Rozier 22 Boston Celtics 12 PG

Marcus Smart 22 Boston Celtics 36 PG

**data.iloc[-1] # index the last row**

Team Boston Celtics

Number 36

Position PG

Age 22

Height 06-Apr

Weight 220

College Oklahoma State

Salary 3431040

Name: Marcus Smart, dtype: object

**data.iloc[1]**

Team Boston Celtics

Number 99

Position SF

Age 25

Height 06-Jun

Weight 235

College Marquette

Salary 6796117

Name: Jae Crowder, dtype: object

**data.iloc[3]**

Team Boston Celtics

Number 28

Position SG

Age 22

Height 06-May

Weight 185

College Georgia State

Salary 1148640

Name: R.J. Hunter, dtype: object

**data.iloc[[3,5,7]]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |

**data.iloc[[3,4],[1,2]]**

| **Number** | **Position** |
| --- | --- |
| **Name** |  |  |
| **R.J. Hunter** | 28 | SG |
| **Jonas Jerebko** | 8 | PF |

**data.loc[data["Number"]==28]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |

**data.loc[data['Position']=='SG']**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 114864 |

**print(data[["Age"]].loc[["Jae Crowder"]])**

Age

Name

Jae Crowder 25

**#Slicing operations**

**data.iloc[:,1:4]**

| **Number** | **Position** | **Age** |
| --- | --- | --- |
| **Name** |  |  |  |
| **Avery Bradley** | 0 | PG | 25 |
| **Jae Crowder** | 99 | SF | 25 |
| **John Holland** | 30 | SG | 27 |
| **R.J. Hunter** | 28 | SG | 22 |
| **Jonas Jerebko** | 8 | PF | 29 |
| **Amir Johnson** | 90 | PF | 29 |
| **Jordan Mickey** | 55 | PF | 21 |
| **Kelly Olynyk** | 41 | C | 25 |
| **Terry Rozier** | 12 | PG | 22 |
| **Marcus Smart** | 36 | PG | 22 |

**data[1:3]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |

**data[1:5:2]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |

**data.loc[["Jae Crowder", "R.J. Hunter"]]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |

**print(data[["Age","Team","Number","Position"]][1:6])**

Age Team Number Position

Name

Jae Crowder 25 Boston Celtics 99 SF

John Holland 27 Boston Celtics 30 SG

R.J. Hunter 22 Boston Celtics 28 SG

Jonas Jerebko 29 Boston Celtics 8 PF

Amir Johnson 29 Boston Celtics 90 PF

**print(data[["Age","Team","Number","Position"]][5:])**

Age Team Number Position

Name

Amir Johnson 29 Boston Celtics 90 PF

Jordan Mickey 21 Boston Celtics 55 PF

Kelly Olynyk 25 Boston Celtics 41 C

Terry Rozier 22 Boston Celtics 12 PG

Marcus Smart 22 Boston Celtics 36 PG

**data.iloc[1:10:2]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**data.loc[:,['Team','Number','Position']]**

| **Team** | **Number** | **Position** |
| --- | --- | --- |
| **Name** |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG |
| **Jae Crowder** | Boston Celtics | 99 | SF |
| **John Holland** | Boston Celtics | 30 | SG |
| **R.J. Hunter** | Boston Celtics | 28 | SG |
| **Jonas Jerebko** | Boston Celtics | 8 | PF |
| **Amir Johnson** | Boston Celtics | 90 | PF |
| **Jordan Mickey** | Boston Celtics | 55 | PF |
| **Kelly Olynyk** | Boston Celtics | 41 | C |
| **Terry Rozier** | Boston Celtics | 12 | PG |
| **Marcus Smart** | Boston Celtics | 36 | PG |

**data.iloc[5:10, [0, 1]]**

| **Team** | **Number** |
| --- | --- |
| **Name** |  |  |
| **Amir Johnson** | Boston Celtics | 90 |
| **Jordan Mickey** | Boston Celtics | 55 |
| **Kelly Olynyk** | Boston Celtics | 41 |
| **Terry Rozier** | Boston Celtics | 12 |
| **Marcus Smart** | Boston Celtics | 36 |

**data.iloc[0:10]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**data.loc[["Amir Johnson", "Avery Bradley"]]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |

**data.loc[["Avery Bradley", "Amir Johnson"]][["College", "Salary"]]**

| **College** | **Salary** |
| --- | --- |
| **Name** |  |  |
| **Avery Bradley** | Texas | 7730337 |
| **Amir Johnson** | LSU | 1200000 |

**#Iterating operations**

**# iterating the whole dataset**

**for index, row in data.iterrows():**

**print(index, row)**

Avery Bradley Team Boston Celtics

Number 0

Position PG

Age 25

Height 06-Feb

Weight 180

College Texas

Salary 7730337

Name: Avery Bradley, dtype: object

Jae Crowder Team Boston Celtics

Number 99

Position SF

Age 25

Height 06-Jun

Weight 235

College Marquette

Salary 6796117

Name: Jae Crowder, dtype: object

John Holland Team Boston Celtics

Number 30

Position SG

Age 27

Height 06-May

Weight 205

College Boston University

Salary 54545

Name: John Holland, dtype: object

R.J. Hunter Team Boston Celtics

Number 28

Position SG

Age 22

Height 06-May

Weight 185

College Georgia State

Salary 1148640

Name: R.J. Hunter, dtype: object

Jonas Jerebko Team Boston Celtics

Number 8

Position PF

Age 29

Height 06-Oct

Weight 231

College Texas

Salary 5000000

Name: Jonas Jerebko, dtype: object

Amir Johnson Team Boston Celtics

Number 90

Position PF

Age 29

Height 06-Sep

Weight 240

College LSU

Salary 12000000

Name: Amir Johnson, dtype: object

Jordan Mickey Team Boston Celtics

Number 55

Position PF

Age 21

Height 06-Aug

Weight 235

College LSU

Salary 1170960

Name: Jordan Mickey, dtype: object

Kelly Olynyk Team Boston Celtics

Number 41

Position C

Age 25

Height 06-08-2022

Weight 238

College Gonzaga

Salary 2165160

Name: Kelly Olynyk, dtype: object

Terry Rozier Team Boston Celtics

Number 12

Position PG

Age 22

Height 06-Feb

Weight 190

College Louisville

Salary 1824360

Name: Terry Rozier, dtype: object

Marcus Smart Team Boston Celtics

Number 36

Position PG

Age 22

Height 06-Apr

Weight 220

College Oklahoma State

Salary 3431040

Name: Marcus Smart, dtype: object

**for row in data.loc[:, ['Number', 'Age', 'Position']].itertuples():print(row)**

Pandas(Index='Avery Bradley', Number=0, Age=25, Position='PG')

Pandas(Index='Jae Crowder', Number=99, Age=25, Position='SF')

Pandas(Index='John Holland', Number=30, Age=27, Position='SG')

Pandas(Index='R.J. Hunter', Number=28, Age=22, Position='SG')

Pandas(Index='Jonas Jerebko', Number=8, Age=29, Position='PF')

Pandas(Index='Amir Johnson', Number=90, Age=29, Position='PF')

Pandas(Index='Jordan Mickey', Number=55, Age=21, Position='PF')

Pandas(Index='Kelly Olynyk', Number=41, Age=25, Position='C')

Pandas(Index='Terry Rozier', Number=12, Age=22, Position='PG')

Pandas(Index='Marcus Smart', Number=36, Age=22, Position='PG')

**5. Write python programs to compute statistics using pandas(use Dictionary method).**

**Program**

**import pandas as pd**

**df = pd.DataFrame({'player': ['A', 'B', 'C', 'D', 'E', 'F', 'G', 'H'],**

**'points': [25, 34, 15, 14, 19, 23, 25, 29],**

**'assists': [5, 7, 7, 9, 12, 9, 9, 4],**

**'rebounds': [11, 8, 10, 6, 6, 5, 9, 12]})**

**#view DataFrame**

**df**

| **player** | **points** | **assists** | **rebounds** |
| --- | --- | --- | --- |
| **0** | A | 25 | 5 | 11 |
| **1** | B | 34 | 7 | 8 |
| **2** | C | 15 | 7 | 10 |
| **3** | D | 14 | 9 | 6 |
| **4** | E | 19 | 12 | 6 |
| **5** | F | 23 | 9 | 5 |
| **6** | G | 25 | 9 | 9 |
| **7** | H | 29 | 4 | 12 |

**#calculate the mean**

**df.mean()**

points 23.000

assists 7.750

rebounds 8.375

dtype: float64

**df.mean(axis=0)**

points 23.000

assists 7.750

rebounds 8.375

dtype: float64

**df.mean(axis=1)**

0 13.666667

1 16.333333

2 10.666667

3 9.666667

4 12.333333

5 12.333333

6 14.333333

7 15.000000

dtype: float64

**df["points"].mean()**

23.0

**df["points"].mean(axis=0)**

23.0

**# df["points"].mean(axis=1) –-error(not possible to calculate mean with one value)**

**df[["points","rebounds"]].mean()**

points 23.000

rebounds 8.375

dtype: float64

**df[["points",'rebounds']].mean(axis=1)**

0 18.0

1 21.0

2 12.5

3 10.0

4 12.5

5 14.0

6 17.0

7 20.5

dtype: float64

**df[["points",'rebounds']].mean(axis=0)**

points 23.000

rebounds 8.375

dtype: float64

**#calculate the median**

**df.median()**

points 24.0

assists 8.0

rebounds 8.5

dtype: float64

**df.median(axis=0)**

points 24.0

assists 8.0

rebounds 8.5

dtype: float64

**df.median(axis=1)**

0 11.0

1 8.0

2 10.0

3 9.0

4 12.0

5 9.0

6 9.0

7 12.0

dtype: float64

**df["points"].median()**

24.0

**df["points"].median(axis=0)**

24.0

**# df["points"].median(axis=1)-----error**

**df[["points","rebounds"]].median(axis=0)**

points 24.0

rebounds 8.5

dtype: float64

**df[["points","rebounds"]].median(axis=1)**

0 18.0

1 21.0

2 12.5

3 10.0

4 12.5

5 14.0

6 17.0

7 20.5

dtype: float64

**#Calculate min & max**

**df.min()**

player A

points 14

assists 4

rebounds 5

dtype: object

**df.max()**

player H

points 34

assists 12

rebounds 12

dtype: object

**df["points"].min()**

14

**df["points"].max()**

34

**df["points"].min(axis=0)**

14

**#df["points"].min(axis=1)---error**

**df[["points","rebounds"]].min(axis=0)**

points 14

rebounds 5

dtype: int64

**df[["points","rebounds"]].min(axis=1)**

0 11

1 8

2 10

3 6

4 6

5 5

6 9

7 12

dtype: int64

**#calculate the variance**

**df.var()**

points 46.571429

assists 6.500000

rebounds 6.553571

dtype: float64

**df["points"].var()**

46.57142857142857

**df["points"].var(axis=0)**

46.57142857142857

**#df["points"].var(axis=1)—error**

**df[["points","rebounds"]].var(axis=0)**

points 46.571429

rebounds 6.553571

dtype: float64

**df[["points","rebounds"]].var(axis=1)**

0 98.0

1 338.0

2 12.5

3 32.0

4 84.5

5 162.0

6 128.0

7 144.5

dtype: float64

**#calculate Standard Deviation**

**df.std()**

points 6.824326

assists 2.549510

rebounds 2.559994

dtype: float64

**df["points"].std()**

6.824326235712107

**df["points"].std(axis=0)**

6.824326235712107

**#df["points"].std(axis=1)---error**

**df[["points","rebounds"]].var(axis=0)**

points 46.571429

rebounds 6.553571

dtype: float64

**df[["points","rebounds"]].var(axis=1)**

0 98.0

1 338.0

2 12.5

3 32.0

4 84.5

5 162.0

6 128.0

7 144.5

dtype: float64

6.Write python programs to implement Filtering, Sorting, Reshaping operations using Pandas.

**nda.csv**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Name | Team | Number | Position | Age | Height | Weight | College | Salary |
| Avery Bradley | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| Jae Crowder | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| John Holland | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| R.J. Hunter | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| Jonas Jerebko | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| Amir Johnson | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| Jordan Mickey | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| Kelly Olynyk | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| Terry Rozier | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| Marcus Smart | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**Program:**

**import pandas as pd**

**d=pd.read\_csv("C:\\Users\\pc\\Desktop\\nda.csv",index\_col="Name")**

**data=pd.DataFrame(d)**

**print(data)**

Team Number Position Age Height Weight \

Name

Avery Bradley Boston Celtics 0 PG 25 06-Feb 180

Jae Crowder Boston Celtics 99 SF 25 06-Jun 235

John Holland Boston Celtics 30 SG 27 06-May 205

R.J. Hunter Boston Celtics 28 SG 22 06-May 185

Jonas Jerebko Boston Celtics 8 PF 29 06-Oct 231

Amir Johnson Boston Celtics 90 PF 29 06-Sep 240

Jordan Mickey Boston Celtics 55 PF 21 06-Aug 235

Kelly Olynyk Boston Celtics 41 C 25 06-08-2022 238

Terry Rozier Boston Celtics 12 PG 22 06-Feb 190

Marcus Smart Boston Celtics 36 PG 22 06-Apr 220

College Salary

Name

Avery Bradley Texas 7730337

Jae Crowder Marquette 6796117

John Holland Boston University 54545

R.J. Hunter Georgia State 1148640

Jonas Jerebko Texas 5000000

Amir Johnson LSU 12000000

Jordan Mickey LSU 1170960

Kelly Olynyk Gonzaga 2165160

Terry Rozier Louisville 1824360

Marcus Smart Oklahoma State 3431040

**data.head()**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |

**data.tail()**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**#filtering operations**

**data.filter(items=["Number"]) # # select columns by name**

| **Number** |
| --- |
| **Name** |  |
| **Avery Bradley** | 0 |
| **Jae Crowder** | 99 |
| **John Holland** | 30 |
| **R.J. Hunter** | 28 |
| **Jonas Jerebko** | 8 |
| **Amir Johnson** | 90 |
| **Jordan Mickey** | 55 |
| **Kelly Olynyk** | 41 |
| **Terry Rozier** | 12 |
| **Marcus Smart** | 36 |

**data.filter(items=["Number","Age"]) # only column**

| **Number** | **Age** |
| --- | --- |
| **Name** |  |  |
| **Avery Bradley** | 0 | 25 |
| **Jae Crowder** | 99 | 25 |
| **John Holland** | 30 | 27 |
| **R.J. Hunter** | 28 | 22 |
| **Jonas Jerebko** | 8 | 29 |
| **Amir Johnson** | 90 | 29 |
| **Jordan Mickey** | 55 | 21 |
| **Kelly Olynyk** | 41 | 25 |
| **Terry Rozier** | 12 | 22 |
| **Marcus Smart** | 36 | 22 |

**data.filter(items=["Number"] ,axis=0)**

TeamNumber Position Age Height Weight College Salary

Name

**data.filter(items=["Number"] ,axis=1)**

| **Number** |
| --- |
| **Name** |  |
| **Avery Bradley** | 0 |
| **Jae Crowder** | 99 |
| **John Holland** | 30 |
| **R.J. Hunter** | 28 |
| **Jonas Jerebko** | 8 |
| **Amir Johnson** | 90 |
| **Jordan Mickey** | 55 |
| **Kelly Olynyk** | 41 |
| **Terry Rozier** | 12 |
| **Marcus Smart** | 36 |

**data.filter(items=["Position"])**

| **Position** |
| --- |
| **Name** |  |
| **Avery Bradley** | PG |
| **Jae Crowder** | SF |
| **John Holland** | SG |
| **R.J. Hunter** | SG |
| **Jonas Jerebko** | PF |
| **Amir Johnson** | PF |
| **Jordan Mickey** | PF |
| **Kelly Olynyk** | C |
| **Terry Rozier** | PG |
| **Marcus Smart** | PG |

**# applying filter function**

**data.filter([ "College", "Salary"])**

| **College** | **Salary** |
| --- | --- |
| **Name** |  |  |
| **Avery Bradley** | Texas | 7730337 |
| **Jae Crowder** | Marquette | 6796117 |
| **John Holland** | Boston University | 54545 |
| **R.J. Hunter** | Georgia State | 1148640 |
| **Jonas Jerebko** | Texas | 5000000 |
| **Amir Johnson** | LSU | 12000000 |
| **Jordan Mickey** | LSU | 1170960 |
| **Kelly Olynyk** | Gonzaga | 2165160 |
| **Terry Rozier** | Louisville | 1824360 |
| **Marcus Smart** | Oklahoma State | 3431040 |

**data.filter(regex ='[aA]')# columns which has letter 'a' or 'A' in its name.**

| **Team** | **Age** | **Salary** |
| --- | --- | --- |
| **Name** |  |  |  |
| **Avery Bradley** | Boston Celtics | 25 | 7730337 |
| **Jae Crowder** | Boston Celtics | 25 | 6796117 |
| **John Holland** | Boston Celtics | 27 | 54545 |
| **R.J. Hunter** | Boston Celtics | 22 | 1148640 |
| **Jonas Jerebko** | Boston Celtics | 29 | 5000000 |
| **Amir Johnson** | Boston Celtics | 29 | 12000000 |
| **Jordan Mickey** | Boston Celtics | 21 | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 25 | 2165160 |
| **Terry Rozier** | Boston Celtics | 22 | 1824360 |
| **Marcus Smart** | Boston Celtics | 22 | 3431040 |

**#Filter a DataFrame for a single column value with a given condition**

**data[data['Number'] > 30]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**#Filter a DataFrame with multiple conditions**

**data[(data['Number'] > 10) & (data["Weight"] > 20)]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**#Filtering DataFrame based on Date value**

**data[data['Height'] >'06-Feb']**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |

**#Filtering DataFrame based on a specific string**

**data[data['Team'] == 'Boston Celtics']**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**#Filtering the DataFrame rows using regular expressions(REGEX)**

**data[data['Team'].str.contains('Celtics$')]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |

**data[(data["Number"] < 10)]**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |

**# select columns by regular expression**

**data.filter(regex='o$', axis=0)**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 500000 |

**data.filter(regex="e$", axis=1)#regex for columns**

| **Age** | **College** |
| --- | --- |
| **Name** |  |  |
| **Avery Bradley** | 25 | Texas |
| **Jae Crowder** | 25 | Marquette |
| **John Holland** | 27 | Boston University |
| **R.J. Hunter** | 22 | Georgia State |
| **Jonas Jerebko** | 29 | Texas |
| **Amir Johnson** | 29 | LSU |
| **Jordan Mickey** | 21 | LSU |
| **Kelly Olynyk** | 25 | Gonzaga |
| **Terry Rozier** | 22 | Louisville |
| **Marcus Smart** | 22 | Oklahoma State |

**# select rows containing 'Amir Johnson'**

**data.filter(like='Amir Johnson', axis=0)**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |

**#Sorting operations# Sorting by column 'Number'**

**data.sort\_values(by=["Number"])**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |

**# values sorted by descending**

**data.sort\_values(by=["Number"],ascending=False)**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |

**# Sorting by columns "Number" and then "Age"**

**data.sort\_values(by=['Number', 'Age'])**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |

**data.sort\_values(by ='Number', ascending = 0)**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |

**data.sort\_values(by = ['Number', 'Age'], ascending = [True, False])**

| **Team** | **Number** | **Position** | **Age** | **Height** | **Weight** | **College** | **Salary** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Name** |  |  |  |  |  |  |  |  |
| **Avery Bradley** | Boston Celtics | 0 | PG | 25 | 06-Feb | 180 | Texas | 7730337 |
| **Jonas Jerebko** | Boston Celtics | 8 | PF | 29 | 06-Oct | 231 | Texas | 5000000 |
| **Terry Rozier** | Boston Celtics | 12 | PG | 22 | 06-Feb | 190 | Louisville | 1824360 |
| **R.J. Hunter** | Boston Celtics | 28 | SG | 22 | 06-May | 185 | Georgia State | 1148640 |
| **John Holland** | Boston Celtics | 30 | SG | 27 | 06-May | 205 | Boston University | 54545 |
| **Marcus Smart** | Boston Celtics | 36 | PG | 22 | 06-Apr | 220 | Oklahoma State | 3431040 |
| **Kelly Olynyk** | Boston Celtics | 41 | C | 25 | 06-08-2022 | 238 | Gonzaga | 2165160 |
| **Jordan Mickey** | Boston Celtics | 55 | PF | 21 | 06-Aug | 235 | LSU | 1170960 |
| **Amir Johnson** | Boston Celtics | 90 | PF | 29 | 06-Sep | 240 | LSU | 12000000 |
| **Jae Crowder** | Boston Celtics | 99 | SF | 25 | 06-Jun | 235 | Marquette | 6796117 |

**#reshaping operation**

**a=pd.pivot\_table(data,index='Team', columns='Position')**

**a**

| **Age** | | | | | **Number** | | | | | **Salary** | | | | | **Weight** | | | | |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Position** | **C** | **PF** | **PG** | **SF** | **SG** | **C** | **PF** | **PG** | **SF** | **SG** | **C** | **PF** | **PG** | **SF** | **SG** | **C** | **PF** | **PG** | **SF** | **SG** |
| **Team** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **Boston Celtics** | 25.0 | 26.333333 | 23.0 | 25.0 | 24.5 | 41 | 51 | 16 | 99 | 29 | 2165160.0 | 6.056987e+06 | 4328579.0 | 6796117.0 | 601592.5 | 238.0 | 235.333333 | 196.666667 | 235.0 | 195. |

**c=pd.pivot\_table(data,index=["Team"],columns="Age",values="Number")**

**c**

| **Age** | **21** | **22** | **25** | **27** | **29** |
| --- | --- | --- | --- | --- | --- |
| **Team** |  |  |  |  |  |
| **Boston Celtics** | 55.0 | 25.333333 | 46.666667 | 30.0 | 49.0 |

**7.** Write a python program for the following Data visualization techniques.

a) Line Chart

b) Bar chart

c) Pie chart

d)Scatter plot

e) Histogram

f) Box plot

g) Stacked Area Chart

**a) Line chart:**

#LINE GRAPH

import matplotlib.pyplot as plt

x=[10,20,30,40,50]

y=[65,98,170,220,310]

plt.plot(x,y,color='r',marker="D",mec="k",mfc="w",linestyle="dashed",

linewidth="2")

plt.xlabel("Overs")

plt.ylabel("Runs scored")

plt.title("Overwise Runs Scored \n India vs England")

plt.show()

**Output:**
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**b)Bar Graph**

#Bar Graph

import matplotlib.pyplot as plt

import numpy as np

Overs=["1-10","11-20","21-30","31-40","41-50"]

Runs=[65,55,70,50,80]

plt.bar(Overs,Runs,color=["r","g","b","c","k"],width=[0.1,0.2,0.3,0.4,0.5])

plt.xlabel("Over Interval")

plt.ylabel("Runs scored")

plt.title("Overwise Runs Scored \n India vs England")

plt.show()

**Output:**
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**c) Pie chart**

#pie chart

import matplotlib.pyplot as plt

import numpy as np

branches=['cse','it','eee','ece','csebs']

data=[90,40,15,45,21]

fig=plt.figure(figsize=(9,10))

mycolors=['red','green','cyan','black','hotpink']

plt.pie(data,labels=branches,startangle=90,explode=[0.2,0.4,0,0,0],shadow=True,colors=mycolors,autopct="%0.2f%%")

plt.title("dept")

plt.legend(title="dept details",loc="upper right")

plt.show()

Output:
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**d) Scatter plot**

#Scatter plot

import matplotlib.pyplot as plt

import numpy as np

x=[2,2.5,3,3.5,4.5,4.7,5.0]

y=[7.5,8,8.5,9,9.5,10,10.5]

x1=[9,8.5,9,9.5,10,10.5,12]

y1=[3,3.5,4.7,4,4.5,5,5.2]

plt.scatter(x,y,label="low savings high income",color='g',marker="D",linewidth=4,edgecolor="k")

plt.scatter(x1,y1,label="high savings low income",color='r',marker="s",linewidth=2,edgecolor="g")

plt.xlabel("savings")

plt.ylabel("income")

plt.title("details of income and savings")

plt.legend()

plt.show()
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**e) Histogram**

#Histogram

import matplotlib.pyplot as plt

age=[22,32,35,45,55,14,26,19,56,44,48,33,38,28]

years=[0,10,20,30,40,50,60]

plt.hist(age,bins=years,color='magenta',histtype='bar',edgecolor='black',rwidth=0.6)

plt.xlabel("Emp Age")

plt.ylabel("Number of Emp")

plt.title("KVS")

plt.show()

Output:

![](data:image/png;base64,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)

**f)Box plot:**

#Box plot

import matplotlib.pyplot as plt

import matplotlib.pyplot as plt

value1 = [82,76,24,40,67,62,75,78,71,32,98,89,78,67,72,82,87,66,56,52]

value2=[62,5,91,25,36,32,96,95,3,90,95,32,27,55,100,15,71,11,37,21]

value3=[23,89,12,78,72,89,25,69,68,86,19,49,15,16,16,75,65,31,25,52]

value4=[59,73,70,16,81,61,88,98,10,87,29,72,16,23,72,88,78,99,75,30]

box\_plot\_data=[value1,value2,value3,value4]

plt.boxplot(box\_plot\_data,patch\_artist=True,labels=['subject1','subject2','subject3','subject4'])

plt.show()

Output:
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**g) Stacked Area Chart**

import numpy as np

import matplotlib.pyplot as plt

days = [1, 2, 3, 4, 5]

# No of Study Hours

Studying = [7, 8, 6, 11, 7]

# No of Playing Hours

playing = [8, 5, 7, 8, 13]

# Stackplot with X, Y, colors value

plt.stackplot(days, Studying, playing,

colors =['r', 'c'])

# Days

plt.xlabel('Days')

# No of hours

plt.ylabel('No of Hours')

# Title of Graph

plt.title('Representation of Study and \

Playing wrt to Days')

# Displaying Graph

plt.show()

Output:
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8.Write python programs to Create Layout and Subplots using matplotlib.

import matplotlib.pyplot as plt

import numpy as np

fig,a=plt.subplots(2,2,sharex=True,sharey=True)

x=np.arange(1,5)

a[0,0].plot(x,x\*x,color="black")

a[0,0].set\_title("Fig1")

a[0,0].set\_xlabel("X Label")

a[0,0].set\_ylabel("Y Label")

a[0,0].set\_facecolor("pink")

a[0,1].plot(x,x+x,color="black")

a[0,1].set\_title("Fig2")

a[0,1].set\_xlabel("X Label")

a[0,1].set\_ylabel("Y Label")

a[0,1].set\_facecolor("yellow")

a[1,0].plot(x,x+x+x,color="black")

a[1,0].set\_title("Fig3")

a[1,0].set\_xlabel("X Label")

a[1,0].set\_ylabel("Y Label")

a[1,0].set\_facecolor("magenta")

a[1,1].plot(x,x+x,color="black")

a[1,1].set\_title("Fig4")

a[1,1].set\_xlabel("X Label")

a[1,1].set\_ylabel("Y Label")

a[1,1].set\_facecolor("blue")

fig.suptitle("Layouts and Subplots")

plt.tight\_layout()

plt.show()

**Output:**
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